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# 几大原则

## 直接原则，无脑原则。。。

## 避免过度设计

代码可读性 程序语言可读性 sql可读性 json等可读性 txt可读性

库表可读性

# 提升可读性命名，见名知意防止翻译式注释

## 适当注释

## 本地化命名法

## 可以使用管理命名法 多个api 比如old api，new api

## 相关方法使用前缀发命名空间

## 提高抽象级别，what与how相分离，优先指明what

## 命名规范 参考知名api

参考知名api 参考知名sdk 游戏cocos2d、等..

Sql style api

这样可以大大减少资料文档的编撰。。互联网上已经有了

## 使用命名空间，不支持命名空间的事业类似前缀

缺点就是命名长度变长了，单是可读性优先，会提升可读性，名字长度有ide自动补全缓解。。

## 多个执行方法适当的排序前缀 ，按照执行顺序排列

## Sql api命名法

# 减少语法噪音

## Lambda

## 多使用static import导入机制。。注意函数名不要重复了。。

## 不要使用try catch包裹，直接方法上throw 出去，提升可读性，减少语法噪音

结构可读性

分层

## 方法链模式

# 逻辑容易理解

## 大力使用dsl ，what how相互分离

## 控制流和逻辑的改进

## 符合人类自然语言的表达习惯

### 条件语句中的正负逻辑：

在判断一些正负逻辑的时候，建议使用if(result)而不是if(!result)。

因为大脑比较容易处理正逻辑，比如我们可能比较习惯说“某某某是个男人”，而不习惯说“某某某不是个女人”。如果我们使用了负逻辑，大脑还要对它进行取反，相当于多做了一次处理。

## f/else语句块的顺序

在写if/else语句的时候，可能会有很多不同的互斥情况（好多个elseif）。那么这些互斥的情况可以遵循哪些顺序呢？

* **先处理掉简单的情况，后处理复杂的情况**：这样有助于阅读代码的人循序渐进地地理解你的逻辑，而不是一开始就吃掉一个胖子，耗费不少精力。
* **先处理特殊或者可疑的情况，后处理正常的情况**：这样有助于阅读代码的人会马上看到当前逻辑的边界条件以及需要注意的地方。

## 使用return提前返回

在一个函数或是方法里，可能有一些情况是比较特殊或者极端的，对结果的产生影响很大（甚至是终止继续进行）。如果存在这些情况，我们应该把他们写在前面，用return来提前返回（或者返回需要返回的返回值）。

这样做的好处是可以减少if/else语句的嵌套，也可以明确体现出：“哪些情况是引起异常的”。

## 一个流程代码不要跨文件，跳转过多

特别是脚本会很麻烦。。带来ide和大脑跳转过多。。

## 减少语法噪音嵌套使用lambda 与脚本

## 减少跳转 内部类也不错

## 减少嵌套与跳转

## 减少简化层次结构，单层其实可以满足大部分架构，其次双层，多层

## 匿名方法，匿名构造函数 初始化块，动态map模拟匿名类匿名方法 输出

匿名函数虽然没有名字，但也是可以有构造函数的，它用构造函数块来代替，那上面的3个输出就很清楚了：虽然父类相同，但是类还是不同的。

## 同步 法 优先于异步法

## TPL实现多线程 任务式

# 四. 代码组织的改进

关于代码组织的改进，作者介绍了以下三种方法:

## 抽取出与程序主要目的“不相关的子逻辑”

## 重新组织代码使它一次只做一件事情

## 借助自然语言描述来将想法变成代码

### 把代码分成"段落"

在写文章的时候，为了能让整个文章看起来结构清晰，我们通常会把大段文字分成一个个小的段落，让表达相同主旨的语言凑到一起，与其他主旨的内容分隔开来。

而且除了让读者明确哪些内容是表达同一主旨之外，把文章分为一个个段落的好处还有便于找到你的阅读“脚印”，便于段落之间的导航；也可以让你的阅读具有一定的节奏感。

其实这些道理同样适用于写代码：如果你可以把一个拥有好几个步骤的大段函数，以空行+注释的方法将每一个步骤区分开来，那么则会对读者理解该函数的功能有极大的帮助。这样一来，代码既能有一定的美感，也具备了可读性。其实可读性又何尝不是来自于规则，富有美感的代码呢？

# 适当分类 命名空间模式

## 数据库使用分库提升可读性

## 命名空间前缀发

# 大力简化减少样板代码

## 简化表达式

### 德摩根定理

## 管理代码存储区域 优先文件，函数 oo模式

## 静态模块最好了

## 其次静态方法 ，最后oo动态方法

## 大力减少实体类

# 参数 使用通用接口 大力减少代码

# Dsl

## 表格映射表代替选择 决策树模式等

# Other

## 适当的事件驱动法

## 异常模式代替返回

## 方法链

## 字符串模板技术

## 数据结构参照标准规范，方便文档对照 各种微格式等rss

数据库的schedu\_info

日程的ics

邮件eml

文章 meatawebblog

通讯录 vcf

## 递归代替循环

## 中缀表达式 优先于 前后缀表达式

# 各种dsl

## Ognl nodejs python

## Guava等lib
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